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1 INTRODUCTION
¢ Generallnfo (class that models the database that
The implementation of the database[1,2,3,4] is by the contains general information in the school)
Persistence framework [17, 18,19,20] (
javax.persistence.* ) of Java[9] Toolkit. In this section of
system programming, we will look at the persistence

¢ Student (A class that models the student in the
database such details as index number,last name,

first-name of a student object
functions enabling the database (tables) creation in the ject)

AINRS[21] run-time service. The persistence entity * Smssvrin

classes are as follows: e SmssvrOut

* Authenticator ¢ RegisterCourse (A class that models the student in
 CWApoint (class that models the database the database with such details as the number of
containing students information including their registered courses and their details.

CWA'’s) e Account

e TimeTable (class that models the database that e Admin

contains student information relating to their
timetable)

¢ Trail (class that models the database that contains 2 PERSISTENCE CLASS IMPLEMENTATION

student information relating to their trail courses)
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2.1 Authenticator Persistence Entity Class
Implementation

The persistence entity class is implemented by
annotating the Authenticator class as an @Entity and
the name of the table is authenticator indicated by
annotation @Table. The table column is created by
annotating the field of the class by @Column. They are

about four (4) named queries in Authenticator entity
class used to run already prepared queries:

¢ Authenticator.findByPhonenumber
¢ Authenticator.findByPassword

¢ Authenticator.findByld

¢ Authenticator.findByStudentid

@Entity
@Table (name = "authenticator")

@NamedQueries ({@NamedQuery (name =
"Authenticator.findByPhonenumber", query
= "SELECT a FROM Authenticator a WHERE
a.phonenumber = :phonenumber"),
@NamedQuery (name =
"Authenticator.findByPassword", query =
"SELECT a FROM Authenticator a WHERE
a.password = :password"),

@NamedQuery (name =
"Authenticator.findById", query = "SELECT
a FROM Authenticator a WHERE a.id =
:id"), @NamedQuery (name =
"Authenticator.findByStudentid", query =
"SELECT a FROM Authenticator a WHERE

a.studentid = :studentid") })

public class Authenticator implements
Serializable {

private static final long
serialVersionUID = 1L;

@Column (name = "phonenumber", nullable =
false)

private String phonenumber;

@Column (name = "password", nullable =
false)

private String password;
@Id

@Column (name = "id", nullable = false)

private Integer id;

@Column (name = "studentid", nullable =

false)

private String studentid;

}

2.2 CWAPoint Persistence Entity Class
Implementation

The persistence entity class is implemented by
annotating the CWAPoint class as an @Entity and the
name of the table is cwapoint indicated by annotation
@Table. The table columns is created by annotating the
field of the class by @Column. They are about four (4)
named queries in CWAPoint entity class used to run
already prepared queries:

* Cwapoint.findByStudentYear
* Cwapoint.findBySemester

¢ Cwapoint.findByCwa

¢ Cwapoint.findByld

@Entity
@Table (name = "cwapoint")

@NamedQueries ({@NamedQuery (name =

"Cwapoint.findByStudentYear",
"SELECT ¢} FROM
c.studentYear =

query
Cwapoint c WHERE

:studentYear"),
@NamedQuery (name =

"Cwapoint.findBySemester", query =
"SELECT c FROM Cwapoint c WHERE
c.semester = :semester"),

@NamedQuery (name = "Cwapoint.findByCwa",
"SELECT c¢ FROM Cwapoint c WHERE

:cwa"), @NamedQuery (name =
"Cwapoint.findById", query = "SELECT c
FROM Cwapoint ¢ WHERE c.id = :id")})

query =
c.cwa =

public class Cwapoint implements
Serializable {

@Transient

private PropertyChangeSupport
changeSupport = new
PropertyChangeSupport (this) ;
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private static final long
serialVersionUID = 1L;

@Column (name = "studentYear", nullable =
false)

private String studentYear;

@Column (name = "semester", nullable =
false)

private String semester;

QColumn (name = "CWA", nullable = false)
private double cwa;

@Id

@Column (name = "ID", nullable = false)

private Integer id;

@JoinColumn (name = "fk studentID",
referencedColumnName = "studentID")
@ManyToOne

private Student fkstudentID;

}

2.3 Trail Persistence Entity Class Implementation

The persistence entity class is implemented by
annotating the Trail class as an @Entity and the name

of the table is trail indicated by annotation @Table. The

table columns is created by annotating the field of the
class by @Column. They are about three(3) named
queries in Trail entity class used to run already
prepared queries:

¢ Trail findByIndexNumber
¢ Trail findByStudentID

¢ Trail .findByCourseTrail

@Entity
@Table (name = "trail")

@NamedQueries ({@NamedQuery (name =
"Trail.findByIndexNumber", query =
"SELECT t FROM Trail t

WHERE t.indexNumber = :indexNumber"),
@NamedQuery (name =

"Trail.findByStudentID", query = "SELECT
t FROM Trail t WHERE t.studentID
:studentID"), @NamedQuery (name =

"Trail.findByCourseTrail", query =
"SELECT t FROM Trail t WHERE
t.courseTrail = :courseTrail") })

public class Trail implements
Serializable {

private static final long
serialVersionUID = 1L;

@Id

@Column (name = "indexNumber", nullable =
false)

private Integer indexNumber;

@Column (name = "studentID", nullable =
false)

private int studentID;

@Column (name = "courseTrail", nullable =
false)

private String courseTrail;

}

2.4 TimeTable Persistence Entity Class
Implementation

The persistence entity class is implemented by
annotating the

TimeTable class as an @Entity and the name of the
table is timetable indicated by annotation @Table. The
table columns is created by annotating the field of the
class by @Column. They are about six (6) named
queries in TimeTable entity class used to run already
prepared queries:

¢ Timetable.findByCourselD

¢ Timetable.findByDay

¢ Timetable.findByInstantTime
* Timetable.findByStudentYear
¢ Timetable.findByVenue

¢ Timetable.findByCourse
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@Entity
@Table (name = "timetable")

@NamedQueries ({@NamedQuery (name =

"Timetable.findByCourseID", query =
"SELECT t FROM Timetable t WHERE
t.courselD = :courselID"),

@NamedQuery (name = "Timetable.findByDay",

query = "SELECT t FROM Timetable t WHERE
t.day = :day"), @NamedQuery (name =
"Timetable.findByInstantTime", query =
"SELECT t FROM Timetable t WHERE
t.instantTime = :instantTime"),
@NamedQuery (name =
"Timetable.findByStudentYear", query =
"SELECT t FROM Timetable t WHERE
t.studentYear = :studentYear"),
@NamedQuery (name =
"Timetable.findByVenue", query = "SELECT
t FROM Timetable t WHERE t.venue
:venue"), @NamedQuery (name =
"Timetable.findByCourse", query = "SELECT
t FROM Timetable t WHERE t.course =
:course") })

public class Timetable implements
Serializable {

private static final long
serialVersionUID = 1L;

@Id

@Column (name = "courseID", nullable =
false)

private String courselD;

@Column (name = "day", nullable = false)
private String day;

@Column (name = "instantTime", nullable =
false)

@Temporal (TemporalType.TIME)

private Date instantTime;

@Column (name = "studentYear", nullable =
false)

private int studentYear;

@Column (name = "venue", nullable = false)
private String venue;

@Column (name = "course", nullable =

false)

private String course;

@OneToMany (mappedBy = "courseID")

private
Collection<Registercourse>
registercourseCollection;

}

2.5 Generallnfo Persistence Entity Class
Implementation

The persistence entity class is implemented by
annotating the Generallnfo class as an @Entity and the
name of the table is generalinfo indicated by
annotation @Table. The table columns is created by
annotating the field of the class by @Column. They are
about two (2) named queries in Generallnfo entity
class used to run already prepared queries:

¢ Generalinfo.findByInfoType
¢ Generalinfo.findBy | InfoDate

QEntity
@Table (name = "generalinfo")

@NamedQueries ({@NamedQuery (name =
"Generalinfo.findByInfoType",
"SELECT g FROM
g.infoType =

query =
WHERE
:infoType"),
@NamedQuery (name =

Generalinfo g

"Generalinfo.findByInfoDate", query
"SELECT g FROM Generalinfo g WHERE
g.infoDate = :infoDate") })

public class Generalinfo implements
Serializable {

private static final long

serialVersionUID = 1L;

@Lob

@Column (name = nullable =

false)

"infoDetails",

private String infoDetails;

@Id

@Column (name = nullable =

false)

"infoType",

private String infoType;
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@Column (name = "infoDate")
@Temporal (TemporalType.TIMESTAMP)
private Date infoDate;

}

2.6 Student Persistence Entity Class
Implementation

The persistence entity class is implemented by
annotating the Student class as an @Entity and the
name of the table is student indicated by annotation
@Table. The table columns is created by annotating the
field of the class by @Column. They are about seven (7)
named queries in student entity class used to run
already prepared queries:

¢ Student.findByStudentID

¢ Student.findByFirstName

e Student.findByCourse

e Student.findByLastName

¢ Student.findByStudentYear
¢ Student.findByIndexNumber
¢ Student.findByMiddleName

@Entity
@Table (name = "student")

@NamedQueries ({@NamedQuery (name =

"Student.findByStudentID", query =
"SELECT s FROM Student s WHERE
s.studentID = :studentID"),
@NamedQuery (name =
"Student.findByFirstName", query =
"SELECT s FROM Student S WHERE
s.firstName = :firstName"),
@NamedQuery (name =
"Student.findByCourse", query = "SELECT s
FROM Student S WHERE s.course =
:course"), @NamedQuery (name =
"Student.findByLastName", query = "SELECT
s FROM Student s WHERE s.lastName =
:lastName"), @NamedQuery (name =
"Student.findByStudentYear", query =
"SELECT s FROM Student s WHERE
s.studentYear = :studentYear"),

@NamedQuery (name =

"Student.findByIndexNumber", query =
"SELECT s FROM Student s WHERE
S .indexNumber = : indexNumber"),
@NamedQuery (name =
"Student.findByMiddleName",
"SELECT s FROM Student s
s.middleName = :middleName") })

query =
WHERE

public class Student implements
Serializable {

private static final long

serialVersionUID = 1L;
@Id

nullable

@Column (name =
false)

"studentID",

private Integer studentID;

@Column (name = "firstName", nullable

false)

private String firstName;

@Column (name = nullable =

false)

"course",

private String course;

@Column (name = nullable =

false)

"lastName",

private String lastName;

nullable

@Column (name = "studentYear",

false)
private String studentYear;

nullable

@Column (name =
false)

"indexNumber",

private int indexNumber;

@Column (name = "middleName")

private String middleName;
@OneToMany (mappedBy = "fkstudentID")

private Collection<Cwapoint>
cwapointCollection;

@OneToMany (cascade =
CascadeType.ALL, mappedBy = "studentid")

private Collection<Account>
accountCollection;

@OneToMany (mappedBy = "studentID")

private
Collection<Registercourse>
registercourseCollection;

}
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2.7 Smssvrin Persistence Entity Class
Implementation

The persistence entity class is implemented by
annotating the Smssvrln class as an @Entity and the
name of the table is smssvr_in indicated by annotation
@Table. The table columns is created by annotating the
field of the class by @Column. They are about nine (9)
named queries in Smssvrln entity class used to run

already prepared queries:

* Smssvrln.findByld

¢ SmssvrIn.findByProcess

® SmssvrIn.findByOriginator

® Smssvrin.findByType

* Smssvrin.findByEncoding

* Smssvrin.findByMessageDate
¢ Smssvrin.findByReceivedDate

* SmssvrIn.findByText

@Entity
@Table (name = "smssvr in")

@NamedQueries ({@NamedQuery (name =

"SmssvrIn.findById", query = "SELECT s
FROM SmssvrIn s WHERE s.id = :id"),
@NamedQuery (name =
"SmssvrIn.findByProcess", query = "SELECT

s FROM SmssvrIn s WHERE s.process =
:process"),
"SmssvrIn.findByOriginator", query =
"SELECT s FROM SmssvrIn s WHERE
s.originator = :originator"),

@NamedQuery (name = "SmssvrIn.findByType",
query = "SELECT s FROM SmssvrIn s WHERE
s.type = :type"),
"SmssvrIn.findByEncoding", dquery =
"SELECT s FROM SmssvrIn s WHERE
s.encoding = :encoding"),

@NamedQuery (name =

@NamedQuery (name =

@NamedQuery (name =

"SmssvrIn.findByMessageDate", query
"SELECT s FROM SmssvrIn s WHERE
s.messageDate =
@NamedQuery (name =
"SmssvrIn.findByReceiveDate", query
"SELECT s FROM SmssvrIn s WHERE

:messageDbate"),

S.receiveDate = :receiveDate"),
@NamedQuery (name = "SmssvrIn.findByText",
"SELECT s FROM SmssvrIn s WHERE
ttext"),
"SmssvrIn.findByGatewayId", query =
"SELECT s FROM SmssvrIn s WHERE

s.gatewayId = :gatewayId")})

query =

s.text = @NamedQuery (name =

public class SmssvrIn implements
Serializable {

@Transien

private PropertyChangeSupport
changeSupport = new
PropertyChangeSupport (this) ;

private static final long
serialVersionUID = 1L;

@Id

@Column (name = "id", nullable = false)
private Long id;

@Column (name = "process")

private Integer process;
@Column (name = "originator")
private String originator;
@Column (name = "type")
private Character type;
@Column (name = "encoding")
private Character encoding;
@Column (name = "message date")
@Temporal (TemporalType.TIMESTAMP)
private Date messageDate;

@Column (name = "receive date")
@Temporal (TemporalType.TIMESTAMP)
private Date receiveDate;

@Column (name = "text")

private String text;

@Column (name = "gateway id")

private String gatewayId;
}

2.8 SmssvrOut Persistence Entity Class
Implementation

The persistence entity class is implemented by
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annotating the SmssvrOut class as an @Entity and the
name of the table is smss-vr_out indicated by
annotation @Table. The table columns is created by

annotating the field of the class by @Column. They are

about seven (7) named queries in SmssvrOut entity
class used to run already prepared queries:

* SmssvrOut.findByld

* SmssvrOut.findByRecipient

* SmssvrOut.findByText

* SmssvrOut.findByCreateDate
¢ SmssvrOut.findByOriginator

* SmssvrOut.findByEncoding

® SmssvrOut.findByStatusReport

@Entity
@Table (name = "smssvr out")

@NamedQueries ({@NamedQuery (name =

"SmssvrOut.findById", query = "SELECT s
FROM SmssvrOut s WHERE s.id = :id"),
@NamedQuery (name =
"SmssvrOut.findByRecipient", query =

"SELECT s FROM SmssvrOut s WHERE
s.recipient = :recipient"),

@NamedQuery (name =
"SmssvrOut.findByText", query = "SELECT s
FROM SmssvrOut s WHERE s.text = :text"),
@NamedQuery (name =
"SmssvrOut.findByCreateDate", query =
"SELECT s FROM SmssvrOut s WHERE
s.createDate = :createDate"),

@NamedQuery (name =
"SmssvrOut.findByOriginator", query =
"SELECT s FROM SmssvrOut s WHERE
s.originator = :originator"),
@NamedQuery (name =
"SmssvrOut.findByEncoding", query =
"SELECT s FROM SmssvrOut s WHERE
s.encoding = :encoding"),
@NamedQuery (name =
"SmssvrOut.findByStatusReport",
"SELECT s FROM SmssvrOut s WHERE
s.statusReport = :statusReport"),
@NamedQuery (name =
"SmssvrOut.findByFlashSms", query =
"SELECT s FROM SmssvrOut s WHERE

query =

s.flashSms = :flashSms"),

@NamedQuery (name =
"SmssvrOut.findBySrcPort", query =
"SELECT s FROM SmssvrOut s WHERE
s.srcPort = :srcPort"), @NamedQuery (name

= "SmssvrOut.findByDstPort", query =

"SELECT s FROM SmssvrOut s WHERE
s.dstPort = :dstPort"), @NamedQuery (name
= "SmssvrOut.findBySentDate", query =
"SELECT s FROM SmssvrOut s WHERE
s.sentDate = :sentDate"),

@NamedQuery (name =
"SmssvrOut.findByRefNo", query = "SELECT
s FROM SmssvrOut s WHERE s.refNo =
:refNo"),
"SmssvrOut.findByPriority", query =
"SELECT s FROM SmssvrOut s WHERE
s.priority = :priority"),

@NamedQuery (name =

@NamedQuery (name =
"SmssvrOut.findByErrors", query = "SELECT
s FROM SmssvrOut s WHERE s.errors =

:errors"), @NamedQuery (name =

"SmssvrOut.findByGatewayId", query =
"SELECT s FROM SmssvrOut s WHERE
s.gatewayId = :gatewayId"),

@NamedQuery (name =
"SmssvrOut.findByStatus", query = "SELECT
s FROM SmssvrOut s WHERE s.status =
:status") })

public class SmssvrOut implements
Serializable {

private static final long
serialVersionUID = 1L;

@Id

@Column (name = "id", nullable = false)
private Long id;

@Column (name = "recipient")
private String recipient;

@Column (name = "text")

private String text;

@Column (name = "create date")
@Temporal (TemporalType.TIMESTAMP)
private Date createDate;

@Column (name = "originator")
private String originator;
@Column (name = "encoding")

private Character encoding;
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@Column (name = "status report") @Entity
private Integer statusReport; @Table (name = "registercourse")
@Column (name = "flash sms") @NamedQueries ({@NamedQuery (name =

"Registercourse.findById", query =

"SELECT r FROM Registercourse r WHERE
@Column (name = "src port") r.id = :id")})

private Integer flashSms;

private Integer srcPort; public class Registercourse implements

@Column (name = "dst port") Serializable {

private Integer dstPort; private static final long
serialVersionUID = 1L;

@Column (name = "sent date")
@Id

@Temporal (TemporalType.TIMESTAMP)
@Column (name = "ID", nullable = false)

private Date sentDate;
private Integer id;

@Column (name = "ref no")
, . @QJoinColumn (name = "courseID",
private String refNo;
referencedColumnName = "courseID")
Column (name = "priority"
¢ ( P v") @ManyToOne

ivate Stri lority; . .
private tihg priofity private Timetable courselD;

1 =" " llable =

ici uTn(name errors”, nullable @QJoinColumn (name = "studentID",

arse referencedColumnName = "studentID")
ivate int ;

private int errors @ManyToOne

Col = "gat id" llable = )

i Cl> ul)nn(name gateway_id’, nuiiab.e private Student studentID;

alse

private String gatewayId; }

@Column (name = "status")

private Character status;

} 2.10 Account Persistence Entity Class
Implementation

The persistence entity class is implemented by
2.9 RegisterCourse Persistence Entity Class annotating the Account class as an @Entity and the
Implementation name of the table is account indicated by annotation
@Table. The table columns is created by annotating the
field of the class by @Column. They are about six (6)
named queries in Account entity class used to run

The persistence entity class is implemented by already prepared queries:

annotating the RegisterCourse class as an @Entity and
the name of the table is registercourse indicated by
annotation @Table. The table columns is created by
annotating the field of the class by @Column. They are ~ * Account.findByBalance
about one (1) named queries in RegisterCourse entity e Account.findByDraftcode

¢ Account.findByAmtpaid

class used to run already prepared queries: e Account findByRegcode
¢ Account.findByld

Regi findByl
* Registercourse.findByld * Account.findByRegistered
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@JoinColumn (name = "studentid",
referencedColumnName = "studentID")
. @ManyToOne
@Entity
private Student studentid;
@Table (name = "account")

}

@NamedQueries ({@NamedQuery (name =
"Account. findByAmtpaid", query = "SELECT
a FROM Account a WHERE a.amtpaid
ramtpaid"), @NamedQuery (name =
"Account.findByBalance", query = "SELECT
a FROM Account a WHERE a.balance
:balance"), @NamedQuery (name =

2.11 Admin Persistence Entity Class

/ Implementation
"Account.findByDraftcode", query = P

"SELECT a FROM Account a WHERE

a.draftcode = :draftcode"), The persistence entity class is implemented by
@NamedQuery (name = annotating the Admin class as an @Entity and the
"Account.findByRegcode", query = "SELECT name of the table is admin indicated by annotation

a FROM Account a WHERE a.regcode = @Table. The table columns is created by annotating the
:regcode"), @NamedQuery (name = field of the class by @Column. They are about two (2)
"Account.findByRegistered", query = named queries in Admin entity class used to run
"SELECT a FROM Account a WHERE already prepared queries;

a.registered = :registered"),

@NamedQuery (name = "Account.findById",

query = "SELECT a FROM Account a WHERE ¢ Admin.findByUsername

a.id = :id")}) ¢ Admin.findByPassword

public class Account implements

Serializable {
, ) , @Entity

private static final long

serialVersionUID = 1L; @Table (name = "admin")

@Column (name = "amtpaid", nullable = @NamedQueries ({@NamedQuery (name =

false) "Admin.findByUsername", query = "SELECT a

) ) ) FROM Admin a WHERE a.username =

private int amtpaid;
:username"), @NamedQuery (name =

@Column (name = "balance", nullable = "Admin.findByPassword", query = "SELECT a

false) FROM Admin a WHERE a.password =

private int balance; :password") })

@Column (name = "draftcode", nullable = public class Admin implements

false) Serializable {

private String draftcode; private static final long
serialVersionUID = 1L;

@Column (name = "regcode", nullable =

false) eId

private String regcode; @Column (name = "username", nullable =
false)

@Column (name = "registered")

) ] private String username;
private Character registered;

@Column (name = "password", nullable
erd false)

j— "wa " —
@Column (name = "id", nullable = false) private String password;

private Integer id; }
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3 CONCLUSION

This work is a showpiece of the author's study in PhD
thesis chapter. This shows how to create database
management[8] application in Java with its persistence
toolkit. This considered about 11 entity classes in total
in developing a mobile-2-computer (M2C) system
[5,6,7]. This system[10] responds to students in
accessing school activities on their mobile phones over
wireless network.
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